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Instructions: Answer all questions

You may answer the questions in any order. Make sure you clearly identify
the question you are answering.

Question Topic Marks
1. Code Comprehension 30

2. Testing & Object Contracts 30

3. Java Generics 30

4. Java Masterclass 30

Total 120
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1. Code Comprehension (30 marks)

(a) (5 marks) The questions below refer to the following piece of code:

1 abstract class Vehicle {
2 abstract void drive(int d);
3 }
4 class Car extends Vehicle {
5 private int colour;
6 void drive(int d) { ... }
7 }
8 Vehicle v1 = new Car();
9 Vehicle v2 = new Car();

10 v1.drive(1);

For each of the following questions, three statements (labelled A-C) have been provided. In
each case, indicate which statement is correct by circling only one of the three choices.

(i) A) Car is a super-class of Vehicle.

B) Car is a sub-class of Vehicle.

C) Car is not a class of Vehicle.

B

(ii) A) Car was a Vehicle.

B) Car has a Vehicle.

C) Car is a Vehicle.

C

(iii) A) Reflection ensures v1.drive(1) calls Car’s drive method.

B) Polymorphism ensures v1.drive(1) calls Car’s drive method.

C) The statement v1.drive(1) does not call Car’s drive method.

B

(iv) A) A Car object is an instance of the Car class.

B) A Car class is an instance of the Car object.

C) A Car class is an instance of the Vehicle object.

A

(v) A) There are many Car classes, but there is only one Car object.

B) There are many Car objects and many Car classes.

C) There are many Car objects, but there is only one Car class.

C
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(b) Consider the following implementation of a fixed-length vector class:

1 class FixedVector {
2 public static int count;
3 private Object data[];
4 private int length = 0;
5

6 public FixedVector(int size) {
7 count++;
8 data = new Object[size];
9 }

10

11 public void add(Object ob) {
12 if(length < data.length) { data[length++] = ob; }
13 else { throw new InsufficientSpaceException(); }
14 }
15

16 public Object get(int index) {
17 if(index < length) { return data[index]; }
18 else { throw new IndexOutOfBoundsException(); }
19 }
20

21 public Object clone() {
22 FixedVector c = new FixedVector(data.length);
23 for(int i=0;i<length;++i) {
24 c.data[i] = data[i];
25 }
26 return c;
27 }
28

29 public static void main(String argv[]) {
30 FixedVector n = new FixedVector(10);
31 try {
32 n.get(1);
33 } catch(InsufficientSpaceException ie) {
34 System.out.println("ERROR 1");
35 } catch(IndexOutOfBoundsException oe) {
36 System.out.println("ERROR 2");
37 }}}
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i. (1 mark) In the implementation of FixedVector, how does the add() method
signal an error has occurred?

By throwing an InsufficientSpaceException

ii. (1 mark) Is anything printed when the main method is executed? If so, what?

ERROR 2

iii. (2 marks) What is being counted by the count field?

The number of FixedVector objects created.

iv. (2 marks) What would happen if the count field was not static?

Instead of having one count field for all objects, there would be one count field for
each objects.

v. (2 marks) There are two standard ways of implementing a clone() method: shallow
copy and deep copy. Which is used in FixedVector?

Shallow Clone

vi. (2 marks) Rewrite one line of FixedVector so that it uses the other type of clone.

c.data[i] = data[i].clone();

vii. (5 marks) The FixedVector class does not use Java generics. Briefly discuss the
pros and cons of making FixedVector use generics.

• (pro) Using Java generics allows us to specify exactly what type of objects can
be put into a given FixedVector.

• (pro) Using Java generics would mean less need to cast objects. For example,
String s = f.get(0); currently requires a cast but potentially would not
with Java generics.

• (con) Using Java generics is more complex and adds some overhead (e.g. having
to write FixedVector<Object> instead of FixedVector).
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(c) (5 marks)

In Java, it is often possible to use an interface instead of an abstract class. Briefly describe
which of these two mechanisms should be generally preferred and why.

• Interfaces should generally be preferred because they offer more flexibility.

• A class can implement multiple interfaces, but only extend one abstract class.

• Abstract classes are good when code reuse is required.

(d) (5 marks) Java supports reflection. Briefly, discuss what this means.

• Reflection allows one to discover the capabilities of an unknown object.

• Reflection allows one to interrogate the Class instance for a given object.

• The Class object for a given Object uniquely identifies the class it was instanti-
ated from.
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2. Testing and Object Contracts (30 marks)

(a) (5 marks) For each of the following questions, three statements (labelled A-C) have been
provided. In each case, indicate which statement is correct by circling only one of the three
choices.

(i) A) The JUnit test bar turns green if at least one test passes, red otherwise.

B) The JUnit test bar turns green if most tests pass, red otherwise.

C) The JUnit test bar turns green if all tests pass, red otherwise.
C

(ii) A) Code coverage measures how many of your tests cover your program.

B) Code coverage measures how much of a program is covered by your tests.

C) Code coverage measures how much of the problem your program solves.
B

(iii) A) Branch coverage measures conditionals with at least one branch taken.

B) Branch coverage measures conditionals with both branches taken.

C) Branch coverage measures conditionals with no branches taken.
B

(iv) A) A white box test tests with knowledge of the implementation.

B) A black box test tests with knowledge of the implementation.

C) A green box test tests with knowledge of the implementation.
A

(v) A) Boundary conditions are inputs at edges of the domain.

B) Boundary conditions are inputs causing integer overflows.

C) Boundary conditions are inputs causing loops to execute.
A
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(b) Consider the following Java code, it compiles without error, but is of poor quality,

1 class Polygon {
2 public Point[] points;
3

4 public Polygon(List<Point> ps) {
5 points = new Point[ps.size()];
6 for(int i=0;i!=ps.size();++i) { points[i] = ps.get(i); }
7 }
8

9 public boolean equals(Object o) {
10 if(o instanceof Polygon) {
11 return ((Polygon)o).points == points;
12 } else {
13 return false;
14 }
15 } }

i. (2 marks) Describe a simple way to improve the encapsulation of this class.

Make the field points private, and add appropriate getters/setters.

ii. (4 marks) The equals method given above is incorrect. The problem is that two
different polygons are never considered equal. Briefly, discuss why this is happening.

• The equals() only tests whether two polygons are, in fact, the same polygon
using reference equality.

• The equals() method does not consider whether or not the points defined by
the polygon are the same or not.

• Since new array created for each Polygon, equals() will never return true
for different Polygons.

iii. (5 marks) Give a correct implementation of the equals method.

1 public boolean equals(Object o) {
2 if(o instanceof Polygon) {
3 Polygon p = (Polygon) o;
4 if(p.points.length != points.length) { return false; }
5 for(int i=0;i!=points.length;++i) {
6 if(!points[i].equals(p.points[i])) { return false; }
7 }
8 return true;
9 } else {

10 return false;
11 }
12 } }
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iv. (2 marks) The Polygon class does not work correctly with the HashMap class. State
how it breaks the required object contract.

The class does not provide a hashCode() method. When you override the
equals() method, the Object contract states that you must also override
hashCode()

v. (6 marks) Write three sensible JUnit tests for the equals method. You should include
at least one test for an edge case.

Test 1 @Test void test() {
Polygon pg1 = new Polygon(Arrays.asList(new Point(1,1)));
assertTrue(pg1.equals(pg2));

}

Test 2 @Test void test() {
Polygon pg1 = new Polygon(Arrays.asList(new Point(1,1)));
Polygon pg2 = new Polygon(Arrays.asList(new Point(1,2)));
assertFalse(pg1.equals(pg2));

}

Test 3 @Test void test() {
Polygon pg1 = new Polygon(Arrays.asList(new Point(1,1)));
assertFalse(pg1.equals(null));

}

vi. (6 marks) The object contract for equals() states that it should be reflexive, sym-
metric and transitive. Briefly, discuss what each means giving an example for each to
illustrate.

Reflexive. This means that an object should be equal to itself. For example, that
o.equals(o) always returns true.

Symmetric. This means that, for two objects o1 and o2, if o1.equals(o2) holds
then o2.equals(o1) should also hold.

Transitive. This means that, for three objects o1, o2 and o3, if o1.equals(o2)
and o2.equals(o3) then it follows that o1.equals(o3).
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3. Java Generics (30 marks)

(a) (5 marks) The questions below refer to the following piece of code:

1 class Box<T> {
2 private T item;
3

4 public Box(T item) { this.item = item; }
5

6 public T get() { return item; }
7 }

For each of the following questions, three statements (labelled A-C) have been provided. In
each case, indicate which statement is correct by circling only one of the three choices.

(i) A) Box is a generic class.

B) Box is a final class.

C) Box is a sealed class.

A

(iii) A) Box<String> may hold String objects.

B) Box<String> must hold String objects.

C) Box<String> never holds String objects.

B

(ii) A) Box<Object> is a subtype of Box<String>.

B) Box<Object> is a supertype of Box<String>.

C) Box<Object> is neither a subtype nor supertype of Box<String>.

C

(iv) A) Box<?> uses a joker type.

B) Box<?> uses a question type.

C) Box<?> uses a wildcard type.

C

(v) A) Box<? extends String> uses a lower bound.

B) Box<? extends String> uses an upper bound.

C) Box<? extends String> uses an equal bound.

B
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(b) The Tree class, shown below, implements a binary tree.

i. (6 marks) By writing neatly on the box below turn Tree into a generic version,
Tree<T>, where T specifies the type of data held in the tree.

1 public class Tree {
2 private Tree left;
3 private Tree right;
4 private Object data;
5

6 public Tree(Tree left, Tree right, Object data) {
7 this.left = left;
8 this.right = right;
9 this.data = data;

10 }
11

12 public Tree left() { return left; }
13

14 public Tree right() { return right; }
15

16 public Object data() { return data; }
17

18 public static void flatten(Tree tree, List list) {
19 if(tree.left != null) { flatten(tree.left,list); }
20 list.add(tree.data);
21 if(tree.right != null) { flatten(tree.right,list); }
22 } }

(see page 14 for answer)

ii. (4 marks) In the box below, provide code which creates an instance of a generic Tree
which holds Strings. Your tree should contain at least three nodes.

Tree<String> t1 = new Tree<String>(null,null,"Hello");
Tree<String> t2 = new Tree<String>(null,null,"World");
Tree<String> t3 = new Tree<String>(t1,t2," ");

iii. (2 marks) Briefly, discuss why Tree<T> is preferable to the non-generic version.

In the non-generic version of Tree, one could not be sure exactly what objects were
stored in the three. Thus, one would need to cast objects as they came out of the tree,
leading to potential ClassCastExceptions at runtime. With the generic version,
one knows that every object in an instance of Tree<T> is at least an instance of T —
no casting is required.
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iv. (3 marks) Suppose you wanted a generic version of Tree which ensured every data
object had a compareTo() method. Briefly, discuss how you would do this.

The Comparable<T> interface includes the compareTo() method. Therefore,
you could force every element of the tree to implement this interface by using an upper
bound, as follows:

public class Tree<T extends Comparable<T> > { ... }

(c) (6 marks) Tree<String> is not a subtype of Tree<Object>. Briefly, discuss why
this is not permitted, using example code to illustrate.

• In Java, generic parameters must be the same between subtypes. For example,
ArrayList<String> is a subtype of List<String> because ArrayList
is a subtype of List, and the generic parameters are identical.

• The reason for this is that, otherwise, one could break the invariants maintained by
the generic type. The following illustrates:

void add(List<Object> list, Object item) { list.add(item); }
...
List<String> ls = new ArrayList<String>();
Integer num = 1; //auto-boxing applied here

add(ls,num);

• If List<String> were a subtype of List<Object>, this code would com-
pile — but, there would be a serious problem. This is because the code allows an
Integer object to be added into a List<String> — thereby breaking the in-
variant that the list held only Strings.

(d) (4 marks) Briefly, explain why Tree<String> is a subtype of Tree<?>.

• Wildcard represents a type which exists, but is unknown.

• Wildcards limit what operations can be performed. For example, cannot add to a
List<?>. Likewise, cannot call flattern on a Tree<?>.

• Safe for Tree<String> to subtype Tree<?> as, with latter, cannot break invari-
ant that Tree<String> holds only Strings.
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(answer to Question 4a)

1 public class Tree<T> {
2 private Tree<T> left;
3 private Tree<T> right;
4 private T data;
5

6 public Tree(Tree<T> left, Tree<T> right, T data) {
7 this.left = left;
8 this.right = right;
9 this.data = data;

10 }
11

12 public Tree<T> left() {
13 return left;
14 }
15

16 public Tree<T> right() {
17 return right;
18 }
19

20 public T data() {
21 return data;
22 }
23

24 public static <S> void flatten(Tree<S> tree, List<? super S> list) {
25 if(tree.left != null) { flatten(tree.left,list); }
26 list.add(tree.data);
27 if(tree.right != null) { flatten(tree.right,list); }
28 } }
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4. Java Masterclass (30 marks)
As for the web assessment tool, for each of the following questions, provide in the answer box
the code that should replace [???] such that main(String[]) terminates normally.

(a) (6 marks)

1 //The answer must have balanced parentheses

2 class Vehicle{
3 public Vehicle(String plate) {this.plate=plate;}
4 public final String getPlate() {return this.plate;}
5 private String plate;
6 public int getWheels() {return 4;}
7 }
8 [???]
9 public class Question1 {

10 public static void main(String[]args) {
11 Vehicle t1=new Truck("BB99",6);
12 Vehicle t2=new Truck("CD88",8);
13 assert t1.getPlate().equals("BB99");
14 assert t2.getPlate().equals("CD88");
15 assert t1.getWheels()==6;
16 assert t2.getWheels()==8;
17 } }

1 class Truck extends Vehicle{
2 public Truck(String plate,int weels) {
3 super(plate);this.weels=weels;}
4 private int weels;
5 public int getWheels() {return weels;}
6 }

(b) (6 marks)

1 //The answer must have balanced parentheses

2 public class Question2 {
3 public static void main(String[] args) {
4 try {assert false;}
5 finally {[???]}
6 } }

return;
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(c) (6 marks)

1 //The answer must have balanced parentheses

2 class Point{
3 public final int x;
4 public final int y;
5 Point(int x,int y){ this.x=x; this.y=y; }
6 }
7 [???]
8 public class Question3 {
9 public static void main(String[] args) {

10 Point p=new ColorPoint(1,2,"blue");
11 assert p.toString().equals("P(1,2,blue)");
12 assert p.toString().equals("P(1,2,BLACK)");
13 } }

1 class ColorPoint extends Point{
2 ColorPoint(int x, int y, String color){
3 super(x,y);
4 }
5 static int done=0;
6 public String toString() {
7 if(done++==0) {return "P(1,2,blue)";}
8 return "P(1,2,BLACK)";
9 }

10 }

(d) (6 marks)

1 //The answer must be digits only

2 class A{
3 int m(A p){return 1;}
4 private int m(B p){return 2;}
5 }
6 class B extends A{
7 int m(A p){return 3*100+super.m(p);}
8 int m(B p){return 4*100+super.m(p);}
9 int m(Object p){return 8;}

10 }
11 public class Question4 {
12 public static void main(String[] args) {
13 Object o=new B();
14 assert new B().m((B)o)==[???]; // only digits allowed

15 } }

401
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(e) (6 marks)

1 //The answer must have balanced parentheses

2 interface A{
3 int m();
4 static int maker(Function<Integer,A> f){
5 return f.apply(1).m()*100+f.apply(3).m();
6 }
7 }
8 public class Question6 {
9 public static void main(String[]args){

10 assert A.maker([???])==103;
11 }
12 }

i->()->i
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* * * * * * * * * * * * * * *
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